**Microservices HandsOn**

***Creating Microservices for account and loan***

**Objective**

Create two microservices for a bank. One microservice for handing accounts and one for handling loans.

***Account Microservice***

**Project Codes:**

1. **AccountApplication.java**

***Folder:*** account/src/main/java/com/cognizant/account/AccountApplication.java

**CODE:**

package com.cognizant.account;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class AccountApplication {

public static void main(String[] args) {

SpringApplication.run(AccountApplication.class, args);

}

}

1. **AccountController.java**

***Folder*:** account/src/main/java/com/cognizant/account/AccountController.java

**CODE:**

package com.cognizant.account;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/accounts")

public class AccountController {

@GetMapping("/{accountNumber}")

public Account getAccountDetails(@PathVariable String accountNumber) {

return new Account(accountNumber, "Savings", 234342.42);

}

// Static inner class or move it to a separate file

static class Account {

private String accountNumber;

private String type;

private double balance;

public Account(String accountNumber, String type, double balance) {

this.accountNumber = accountNumber;

this.type = type;

this.balance = balance;

}

public String getAccountNumber() {

return accountNumber;

}

public void setAccountNumber(String accountNumber) {

this.accountNumber = accountNumber;

}

public String getType() {

return type;

}

public void setType(String type) {

this.type = type;

}

public double getBalance() {

return balance;

}

public void setBalance(double balance) {

this.balance = balance;

}

}

}

1. **application.properties**

***Folder*:** account/src/main/resources/application.properties

**CODE:**

spring.application.name=account

server.port=8080

1. **AccountApplicationTests.java**

***Folder*:** account/src/test/java/com/cognizant/account/AccountApplicationTests.java

**CODE:**

package com.cognizant.account;

import org.junit.jupiter.api.Test;

import org.springframework.boot.test.context.SpringBootTest;

@SpringBootTest

class AccountApplicationTests {

@Test

void contextLoads() {

}

}

1. **pom.xml**

***Folder*:** account/pom.xml

**CODE:**

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.5.3</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<groupId>com.cognizant</groupId>

<artifactId>account</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>account</name>

<description>account</description>

<url/>

<licenses>

<license/>

</licenses>

<developers>

<developer/>

</developers>

<scm>

<connection/>

<developerConnection/>

<tag/>

<url/>

</scm>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-devtools</artifactId>

<scope>runtime</scope>

<optional>true</optional>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**OUTPUT**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfsAAACvCAYAAAD643eHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAB9OSURBVHhe7d1tiFzXecDxR82XJlUyqTZoUqd4i4qW4lQiiGixmt3SLypxLGFBS+KIBUHTUsyy2RTVMQahmkXBMUIki7LRp35wMhXG0GBXkm0q2qZZJXIl6haJGLpqRdeUtqt2k0yjpNAQu+c5L/ee+zKvuzO7c/P/wZVmZ+/euffOzH3Oec655+z4yEc++o4AAIDK+jn/PwAAqKgdU1NT1OwBAKgwavYAAFQcwR4AgIoj2AMAUHG02W+pp6SxfETGzaPVV6Zl5ln37LDs++jH5HdPfFY+UH/AP9PaD7733/LSn12Qm8t/6Z8BAIwKW7N/fPFVWV5eLiyvLj5uVxq4pxv29RpP+59b0uBo9q3xlP8Zqcdl8VVzbl5dNI+6022gV+/f9QH51Gf+yP8EABglURr/vrxxflqmp/3yyqrsPDDbU/BAr56TGX++h12rV50C/dtvvy1f+cJJ+YfX/8b+/O737JSd763ZxwCA0dG6zf7ZGVl6476YiC9HOta4UUXf+PqSvPmPfydf/+oX5cc/+qF/FgAwamybvabxZw+Iqdk/IvMv+t8oTa9/Ylzuv7Ekj8y/YJ7QVPGsHFi/LNMzkrQ3W/ffkKVH5kXXSvi/T63KZfOHz9nHaXt1K+F1n2osy5H2K7rX/uSivDp3QHau6v65V0m0+107/u/WX5mWyx/U87TT/0IzIdnzZfdzTPfluhzS8xRWzRy3EfbF/1i2LeXel3Xzt5flgXh70bl266RbKsq9dmTpxWX/qOjvv/NX8qdf+hPZsWOHzJ36kvza/o/a55/6zBG5/8OmfQwAGA399cYfPyLLJlCLCYA25X/+Dbm/84DMRm3pth+ACfTa8Sw0DVxeHZcjy6/K4id1jTSFrU0GKl5XF1fAMGvOhOcum9ClK5qAHa03HQoZL16Xlfvm//F9piiR9fjHJkxwNUH1L3oI9JHxTyzL7MSKLPnXvLy6Uw7MhWOJ6HlYnpWJlSW/f7rP5rjj5pAX5+URvx2bPWlLz1lue9G5fmH+Ef/8kthNaUHAb9st5YE+739/nO7HW3f/Sb72lS/Yx0c+9ftJoAcAjKa2wf7xD46Zf+/Lyrcz9XXDte8n7cwhyI494APaU3LE1Da1Zh63RT83o4Fvp0x8bFC9AF6Q+W9pcWBc9mWaHh6XQxOm9rv6zULtuWu5zEW7Y9FCSyioaKHmtu7SzrG2WYx20syK8tsrKdD06zt/fUWe+eyn5d5//Jvc/58fyIUvfl5+8pP/k18/8BvyyO+c8GsBAEZV62D/dMOmh++/8XwxQN5fkeuZ50yQfcTUIkMwfHqfCWxlhYRVWTeFgp0ThwbX6e/Z27b2P/7hKBQ+fcSmwFe/21+tXt1fuZ4Eescfy1g+hK/K7VxnO5eZ6K6GXVR2HjfP2z/9qfzta38uP2x+X778zJx89dnPS/P76/LBD43L733uGb8WAGCURcFe09LRrXefGLO197RG2T2XEchtzy5xO/agPCeXNZ89/ltJiv2pD5uAbGrml/M93rXtPLN/bul8C2AkyWaMpp9717vks6e/LB8a/1X5wff+S/71n9+Un3/3e+QPP/+s/R8AMPqiYJ+79W662GGsWy/857r5N7+9aInS4YPwwrdXzKuHFPtTsk9jfaFmbkRt5/HS3W1w4zKmBZf1fx/osQzDL+x8n8yfXpRf+uVfsT9rjb7+wIP2MQBg9PXXQa+Tf1mPgu0WMEH8m6u+ucA2KazKN/vIULT1yQdE8xcbaRrYTna+7/3yuWfOy6f/4I9tWz0AoDoGE+xDsD0w211KPLSz/2anAXxC57Q0Rd/Kc9+1OyCz9tbBy322l7fylDT01rmypoEt84Jc116SPYyLoEPgxt5b+0WZ/u1j/qci7bT3I+63B4CRM5hgb9hOaa+s2lvWOreJ6214/payaL2y4Xp1u+62t2ibZaP8PXvZ3Yq2SR3c7GiCyb4dkbE3lvpujoiHJ3b3yMfH0+i7l73ehqe38mXPeevt6Vj38S137Wig/8bXviLvvP22fwYAMCoqPBGOHwBIsrfM9cwPgCOZ29+qpZshcLVGT6AHgNE0sJr9lgu3231rsJ0Bq0BHxOu0EOgBYHRVM9hrbVyH6V29vCUTzAAAsJ1UKtgnbeE+7d7TGPgAAFRUhdvsAQCA2nH16lWCPQAAFbZj165dBHsAACqsur3xAQCARbAHAKDiCPYAAFQcwR4AgIoj2AMAUHEEewAAKo5gDwBAxRHsAQCoOII9AAAVR7AHAKDiCPYAAFQcwR4AgIoj2AMAUHEEewAAKo5gDwBAxRHsAQCoOII9AAAVR7AHAKDiCPYAAFQcwR4AgIorDfazL9+V9fV1u1w/758EAAAjaceuXbve8Y8tDfQLUzVZuTgmh+b8kwAAYGTlavazcnhfTeROg0APAEBF0GYPAEDFEewBAKg4gj0AABVHsAcAoOKywf78jEzXRFZuzvsnAADAqLPBPrmv/uANGRvjljsAAKrEBvulx/bYID92c5KBdAAAqJhsGn+uIctNkYmDi/4JAAAw6uigBwBAxRHsAQCoOII9AAAVR7AHAKDicsF+Sa7eborsPSovPeGfAgAAI60wxa1afH1dZva6x0x1CwDAaCsN9gAAoDposwcAoOII9gAAVBzBHgCAiiPYAwBQcYML9uevu5n07r4ks+bHZGa91xl3f/tblOtb9l7Nykt3zWsnEzL5fVm/O/jbQfnMYtD4jGGLDC7Yv7kmTf9QLb215h/B6RRQ06B392W9LESeeEnumuerOTvhkqze8w+tFVmLP0iD1NNnNhRCwtKqMJK+j2Fp9b7pLa/xeoX33cuvt75+3exNKgkgrRYfaBL+85Suk91eKn/MZsl8fkt+n1vyx97pmHs6lhBIM0urYwmi96fjedGl1ftcPPbS94/rIrbI0NP4zbUV/wjdqk3NdLhg/SxYk9UL/uGQFT6zNgjMyMSdhpsa2iynr4lMn8kHMw0ACzIty3Larzd2cUUmjucDgQsUM7uj9cYasja1UCgM2jEwMuuNSePOhMxEQSiZsjq/nFq2gaZ5+6opUjk2mJ6ZlrWL6Xqnr9Uz23N0H2ekfu10tM2GrOydiYLkvBxKfpddGnf09ytyIxmzo7tj7uVYZO5Qbr3TstzUc9M64M++fFKma/6HvAvHZE9me3ocNfM+l58byZzDpvneLrQssOVxXcSgDS7YX1g1l2fj3qr7MuZKtOjSnRVziZyQo11eNKpgxVblm7L2pv6Ur+kPUJef2cUT01JrmiD18Lx/RoPSOTc99KNp7XD25aPmnVuRxp5jmYCkgS8uwJWup4HTFAwyo1maQsbRveb8XInXM2s+r4GvJvs/3v4zYvfbvM6lx8JfL8rMVE2aJoDHA2e5YzFB7UQaIsM+pn+r5qVhgprU9svh0tqu5/e7ea1h/sLp+phbKB5LmSU5dkWD6IRMlmVTzH6dtMfvpvbuRvm5doWc4jksKahzXcQWGWDN3pfywwXRl5L3lHw5i6m6Vqkyo5Cqa1FqL6TgyrdZfO3c9vx2CiV0vx9pTc7VVOx6uX2Ma3tp2tLUDPUJrRlF6xZSiXJDbmhw2Hc493zKHUPx+NxrheNx6Urdv+SY7Wu5/daf7b7n5c5jeQo63UbL9ew5cfuYP+f5dV1tbo8c8zX5+Ye1tnQoCRR5YXul+9+Tbj6zizKpgSuuUVoTUtcaYhL4ZuXwPvPEnRu5/Z6V8d36fxqAJvQPm2smdOXYQFCT+kP+54fq5ieR+oN9HKcPuJn9eWJc6ua/tbfy30lfwNo9nnzm7D6atcdbfS/bcIG5KbdeS1+n62MuU3YsbYWCY8x8H550hbZzjxX2oqPiOctrVUjt/roIbKahp/Hz9EJ9Us4l6S+XeitLlfngddzUB6J02dipNTmaS3Xai/+ZaZFMyvGS1J+MA6kLfgtTa9JI1glpvzaFjQ40dbd+XJJtajpv4ni6PRe4dGm4C12UCrZLpqbj2NpEbVpmSgNtb3T/FuqXXBrUBKaTd1360aUds7WQ5u6j5jzW5ZLfN3csueBsCwPZlHZ5qlrp+2rO+b5bSepWa7nx+emdD6pGuwLRpjk/aQtpmYu9PQdHZe2iq/XZQPXEYdlv41kcSLRQtCD1K+69zwTtWt0V/mK+FpisN3fD/l3+fSoLpnmzH99v11l+vhgeywoPNrsS7dP8TfvKmdq+Ho9mBqR5S662bGJxhSO5cykpvCW6OeYS7Y4ly5xvc70oe22XvjfbOFv8vrWWFhAaHYcQD4U6YHvY8mCvtbhsqXZJjp2NLpqBL83nU462ZBylU5MLkAk+2e2aEnUcSM/PuC/7qbjGaF57j16I8xe1XqyYQJ9uc+m1W/ZYOqVY27pwVW6Za2+cIu5ffJGsSe1eIzqf2ZpbraYFoehYQqr6YHpuylLaSaq6LPhqoSB6H0IQaVuTa8tP3mQUa9tDoIH+zH65dWqPHPO1x/JApYHeFazC+a7VXahz58AUMjOFVi2M+uxPwnyGNc2t6/qMjRZsdR6L5rVzxWCaCN+JXNDzn6va1MlsYev8dVMIdgWohH9PbSbK7mfYv/YB06Xri4G5+2POa3EsgS14hayR2Vb+s6nMOi593+6cBXHWasFcM/JNDy3Y64v5v+vsAzBYWx7s24kvmq4036mNzrA1r+LFJW/xoLmklNZI5m3aPE5h9mQgX27f9rgZtfvcMbftGFQ4lnx6t1VKO9QMi225KzdzZ8d3qsoU4HoUOnENPRUaB/q2QaMY6DP0HGimJdOkc1LkrM/+xOz50uc14GtmynwrzHbbHXurgGs/V3tCp7PwumY5eMNmcfJsVsq2qet++sAXNbcUtQnMvRxzpPWxeLlOdY1707Jgtp1mo9La+bmuPi8+7e4X13mxQ5ORfi40o9DFdQgYlm0Q7LU0H11odDmjacks12bY2eyD2grZSRcptrIU41aac52I4lr1lgnnxrf52qaL+P0zS6FmWDUPtg702fbcwy0DfaaglQtSts+CFNvUXT+MqOe3CZj14/pcqx7nHWrCRtq05BdTEy62qfsabqaJygW+VreP9hqYWx1zqvOx5M0/rE1z5nsTsmIho9dT+j6lBct8B8ssc5789WvlYqdCIDA8Wxzs9QISagjRl97fVjM47Xp4+4JAWeehLeXT1dpTue+U90blzo1vX9WmlfSCHS8VvNj53tMTU8VAH9qSbWcwf25qU9PFQF/W7l8isz11/rpN2WemndaAab8v+ZS44wJuSUalLd/OHnqMG4uva3o910RlAp/NAJjaebHjpg/MbdvziwrHHOnvWLLfdZvRM6+QyWTYa5A+7bIAxU6yWe5ukTIug2P3saRwB2ylrQ32vmYY35LTSmjjK72FJtJtG3mrNLO+hq3UdGj/dReN4Vp67JK53JpjO9hN9sJfsDdV/ty4AW+G0jGujc3rjd8F385dDGK+o2DyvG8OMucovbfccZ+d4vNZxVpsd1mrWAi43XQoSxVr5L13NksCc+42wfba1dz7Oxb9u7jgUshi2MXV/nXbtuNo2zb58D7nKwNpf4NCv6INCJ/tTgUQoJNt0WafCRZ6i1ZJGj9JY+d7bmv7WFyjMTWdSzbNtpCrbZhSd/SFCYFz+kyc/gxf2KhvQOjEFO2jHdhkw4HUB4Mu7ilOufuaa3snMuenWMBJaxibp+TcmEti6Euw0CKVO3hD7o2vx6wdSM0xn4wKF2W9u+cf9m3r8blJauetbyV0tymac53rXBZGW5s4nvvMahu0eZSv8fYecF2TmusHEGctQu04dyy+o1ux4NJHYG5xzEF/hYf0M9so2WY/Fl/XLEC+GUBfx2UHNNBvZt+RpPlyk+7Gwc+urQ32moLUDj8hfabLo2umdF3WScd1JgojlSUpuCdFzuW+yKEjkd7+lay3Pik3MiV27XgTbrUL65gv7D29haykh360jzNi1tmEpgbdz0LnqA4leFdIyfHnMW07T2+n608oiMSdp8rOjRE6jGXW9ctQCgBb0Bvfp84l6qvgbuHMN1voZyx3bo7XZflUPsWrhTP/+2idQg0zdGrToJus74NPyTa7CbhJzTFsy77HxRS0flZDyj5ZXwvltjac/Ux0F5i7PGaru2NJx7AIy4Lsv61NTG0KVm1kz41b7Hc//z6HnvdGWf+VjXwP3CA+wMbt2LVr1zv+MQBgWwlZAy3QVbAPDIZmW6TxAQAlfNaguzEBgNYI9gCw3dg+DOtJ88bQx5BA5ZDGBwCg4qjZAwBQcQR7AAAqjmAPAEDFEewBAKg4gj0AABU3uGAfbh3xI8Ilo1Ft2bCq/cvvexipa/BjsbvhS/W13NC/YdSx3JDB20I6IlpxUpQtVqHPIgD0Y3DB3s8OFoRxvUv5i/G2CxJeft9bz3q12fKz87mJZ8rlhh8lmKV6+SwCQAUNPY2fmcN7xHWaonRw1mQ1Hk1LJwPSSUTuuHHNk+Xm5HBmgrN0HHj3uqMytWeVPosA0M7ggr2fzzuZEztXuxopft9DcBhmzdBlEcL83uXz8C+e0FnPSmb2mjvEyFuqSp9FAOjDFo6gp2lnnX6ytWS6SE3zH58onz4y9zttj3UzkDVk3E87aensXCUzarn1w0pGi/V64vdJtKa9SVNrthYmyjDBvsvZvYpT9Gb/1v2+fOKNwu80q5CZkrjN3+3Wc7sqM/H7XnqO2nw2cusP5P0DgIrZwt74adpXp6NVKxf9z35JAvvcDTuta9l85YsH7WSa0RzrSqcADdNb6rb8FLW56WM1AC1MiR172q13WpZFp7KN5wvvndsnY+/khrbTnTDFqx5z5/3WY568mZ5je25yfzt/057taH78YFEmtZBw51IazHW6V7+tjlPq2mmC3fS79rV1uta9M9mmhpImibBdLdDFgb74/pnlSj0zzzwAYEuDfS/mpaEX/Np+OZzphe6CT/Nao1CjzWYBTMHCzpsf/b0JKkfN365cjGuhS3LsrJsvfHIDnQVdsDTu3Cjs1yAsPbbHB8R0nvNWnR11XvJsm7o/N1KX8XBu5hqyrKc7X7g6P2lewZyzm/0flRbokte/cFVu5V5n9uP7TTGjKcvPp68R5vCv1eO6/qyM7zb/NW/J1TiLQNMFABSMSLA3F/zXbpkQkK1tzr581ASfptx6LX9xL3nOttPWpP6Q+9EFlRW5ke9M5tt3Jw5uoE5uAo6tZQ48hZ/SgB/XgieOtw/6Rem50UKPzRbkClc2Y9FclkbfHfBKznfffP+FkowNACBrZIK9posv3THX9qkZn26elcP7atmUchfqD7qwMFHXdt60Jpwu7fsRbHch6NsUufl54nj+nvySW/S0f0GOq03HhSufRbl9daDt4aFQN30iLWy5Ql0xo6BZClu4sc0D/lgI/ABQMDrB3nDpcZ9if+Kw7DfxuuuU8kN1E0LS2+VcL3ftmBa198bLEGvlA2EKR+dsLT+qsYf2cO3EFh+r7zORNS83tHAVUuw2hZ/vGzEA/n2SvTNJYSS0y5fd0pcUbsySBv6N9bkAgKoZqWAf2pI1xW7T8D2klGcfrJt/0zSyu31uY23zLYUR27bboDY+kK5c6a63ui1c2VT+rLz0qKlbD6EPQmgqyBRGxoq9+8ukfRei/gd9SEbYI0sAoCK2R7D3ve0nHu10cfVtyabWp7dbdRu0NPjq+pmOfKHgUEhzb9xwe+NrWr6kJmtq8Sf1lrSSAlHcH8EGtpI0vmXPkabyD0u9lu00N1C1ehdNKWXH7Zt28p32euSaeIzatMwMojAIAEO2TWr2ehuevz3Op251KRv9LfTMjmvpRTWZPpNuZ/143aaBs720l+TYHk39SnZdu2ysADDc3vh67m7IZGb/zXJmWtb0Frf4nvO5Q67mG6fI65eS9v0iV7iqTU3LRIsAmtSCdVv2fvf43PeeTp9/ONwKGLYRLZlMiTnuU2tyNLPOgkzfa2SPuQ/zz7c6HwAwmrZwUJ1++QFXWgxY4wZZ0Tbe7lK/2E7aDBC0JQMVlQ8QBACjZrTa7I1wu93QUsoYHt/psjQjMswhbs/P2JEXm9fOEegBVMJoBfuk7Z2LcCWFMexL+jq48f9lQwP6dBQ6VpY2+wDA6BqJNL4bj909zozAVoI0/qgLKXT/Y6L7sf8BAFkj2GYPAAB6MXJt9gAAoDcEewAAKo5gDwBAxRHsAQCouMEF+3Abkx9fPBlpLTMKmp+BbVPHkC/O6tb9NK/bjfZMj48hHNvmD/ELAKiuwQX73CAobuKZYdDhY/0EKqWzuY0SP2d7YkXsZH1DkRY0kqWsUBYKdZml0zC50bbzk83YmfnibenSReEm2o9i4a7LY+lLm2NRhfNDQQ3A8A09jd9cG/UAvB2syepAxxDQALYg+2+fTmee04KTjqmfD5Jzh9J17HJalps6tn3rgD/78smS++i9C8dkT2Z7Y9K4o+PttwuSi3K91WQ+vRxLH9oeiwb64xJNo6znptOxAMDmG1ywD6Oh3Vt1k5IMc7jTCnHz7jdl7U39KV/THxQ3SVBmBDkT1Bt3zP97j3YIVOZvr2iBrsX0wX42Pp2BUGcd7IabmEZn3yufE3Hx9RnzaivSKM3kbORYOuh0LLYgFA8EZPblrDuW6ROblVkAgM4GWLP36fQwaYmvsbUcgjSXvi1tZy9J8ZbNjNcLHZ0v3l4hBe1fU/cnnuGtXTq2sM3SGmR3fQt0jvZ4Pvf5h7WG2GokuZBSHkzN0RU8uhUKKDGzf09OS625LOce6z3Ds/ZWyWfH1J51dMWVi72NrtfbsZTp81hCIRgAhmjoafwyzd1HZf1MXS75dKdOwzpxPBf8NOg+KXLOrxPWq00t9B3wNShP3ky3N6bT7NrpVYspaN2fhX235LRf16WW8+u5AD6zV4d2Tbd7eu1o8VjCzH1hPVMr1dfYUOElTCTTpha8Eck87235lPqdS4Xhil3KuynLZ3uZgjYNqvl5+dPXarQdQrlMd8fSWn/HYjwxLnX/EACGZVsE+1ptLTPu+dJj52xadOJgFEo1M5CbpzysV6u3aq9tT2vJ2SAxL4dsKrgu4/masQk2p6PXd3PWZ1PVyYx8p7K1TK2dx69jJ3XR7cVTtfrUcm3fYRPe+nThqtyyFdam3HqtpxDUmSmgHNX5Ccrmtc9kXEwhJn9syqzjUt7dTGIUZz38lLclc9Qn6ftep7xtdyzd6OlYsoYyoQ8A5GyLYF+c0tS3Te8e7y7wdbte12pSf8g/9Jq3r3aowc3K4X3mMl5So81alEkTaMq2Z1PLtf1yuO8UvGufjtP+m8ME3zM+SF0pBt18p7rGvWlZMIE6zWbEKe9uCiHRHRVmOX2tLjNme5msR5/p+47H0lGvx5LSZiA7oZP522KWAgAGZ3sE+1ZqdVNzS2XbzEOtz/+yL3EN0i8te3V3MiFdZYZ9GlebHzKvaxadvnf7McHtrtagTYy6drqrdPn8w9rr3JyRR/2taHZ++D5S3p5mRmzWY2rGvGPK7NOj/aTvez+Wgn6PxRRO3PtbnqUAgEHapsF+VsZ3m/+aa+bS6Gj7ul4sdYrbUONztzL5FXplU88+5RzVIgd+b77voKXBJj2OeNlOU/NqcHQFKt3f7ud3z941sHhQw6v2cYgLN76gVnNZgNJ71COZDnWhb4LePpdszyy+oKZ9H/TnbIfHfo8lq69jsbfg6d9pX45eMxEAsHHbNNi7WnKa6g7BfxPTnw/VN5DKLTMvN+ztXJO+9tmKGxhnQ23zLWlA0+CzOb3xF1/3QczUoHsLjq6pItx26e4gyC++oBYKW21ru76JJBT+Su7Ft4svqIUCYaafRA/HkmSQSgogPR+LFiptoC/25QCAYdmGwT6kWlfkUv6inGnP1hS8v4BvQNwJ0F7k+07jm0Bg7wefkJlckNDtprVMfx+61gI3bRQ3bxN742smxbYv6x0DPXWAS9+/njvOteACdf/NAL0diy9YqA31nzA00Nv+ARrot1PGBsDPmi0O9qE2HKdjzYX9nt6SFteCtOOZ3hYXp0+PytopvQXOrxJoyjRsK5fWzdR45w7ZW/fi116oX5KxUxqw+2RrnKaWJz6d65eTci7bPmwHWzHHk09D67KRAsBm9cYPvdVV2T5GhZnCmALm/XOj1fVXiy32yzCBWvTz0Gew7OFYnCW5ett/Avrtre+Fnvda+Mqm/d2SbWYAgMHZsWvXrnf8YwAAUEHbuzc+AADYMII9AAAVR7AHAKDiCPYAAFQcwR4AgIoj2AMAUHEEewAAKo5gDwBAxflgH8ZU1+V6h7HdAQDAKMmNoBdmBmN2LgAAqiKXxl+SY2fdZC6TjNsNAEAl0GYPAEDFEewBAKg4gj0AABVHsAcAoOKKwf7CVbnVFJl49CWZ9U8BAIDRVVKzX5Jje8Zk7KzISe67BwBg5JUEez/AzpMi58ZM0Od+ewAARlox2D9xWPbXRFauHDN1fAAAMOrooAcAQMUR7AEAqDiCPQAAFUewBwCg4grBfvHEtNRkRW7M+ScAAMBI88E+nc9+Zm9Tlk9xux0AAFWRm88eAABUDW32AABUHMEeAICKI9gDAFBxBHsAACqOYA8AQMUR7AEAqDiCPQAAFUewBwCg4gj2AABUHMEeAICKI9gDAFBxBHsAACqOYA8AQMUR7AEAqDiCPQAAFUewBwCg4gj2AABUHMEeAICKI9gDAFBxBHsAACqOYA8AQMUR7AEAqDiCPQAAlSby/y60ypPXyMOJAAAAAElFTkSuQmCC)

***Loan Microservice***

1. **LoanApplication.java**

***Folder*:** loan/src/main/java/com/cognizant/loan/LoanApplication.java

**CODE:**

package com.cognizant.loan;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class LoanApplication {

public static void main(String[] args) {

SpringApplication.run(LoanApplication.class, args);

}

}

1. **LoanController.java**

***Folder*:** loan/src/main/java/com/cognizant/loan/LoanController.java

**CODE:**

package com.cognizant.loan;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

@RequestMapping("/loans")

public class LoanController {

@GetMapping("/{number}")

public Loan getLoanDetails(@PathVariable String number) {

return new Loan(number, "car", 500000.0, 3288.0, 15);

}

}

class Loan {

private String number;

private String type;

private double loan;

private double emi;

private int tenure;

public Loan(String number, String type, double loan, double emi, int tenure) {

this.number = number;

this.type = type;

this.loan = loan;

this.emi = emi;

this.tenure = tenure;

}

public String getNumber() {

return number;

}

public void setNumber(String number) {

this.number = number;

}

public String getType() {

return type;

}

public void setType(String type) {

this.type = type;

}

public double getLoan() {

return loan;

}

public void setLoan(double loan) {

this.loan = loan;

}

public double getEmi() {

return emi;

}

public void setEmi(double emi) {

this.emi = emi;

}

public int getTenure() {

return tenure;

}

public void setTenure(int tenure) {

this.tenure = tenure;

}

}

1. **application.properties**

***Folder*:** loan/src/main/resources/application.properties

**CODE:**

spring.application.name=loan

server.port=8081

1. **LoanApplicationTest.java**

***Folder*:** loan/src/test/java/com/cognizant/loan/LoanApplicationTests.java

**CODE:**

package com.cognizant.loan;

import org.junit.jupiter.api.Test;

import org.springframework.boot.test.context.SpringBootTest;

@SpringBootTest

class LoanApplicationTests {

@Test

void contextLoads() {

}

}

1. **pom.xml**

***Folder*:** loan/pom.xml

**CODE:**

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.5.3</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<groupId>com.cognizant</groupId>

<artifactId>loan</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>loan</name>

<description>loan</description>

<url/>

<licenses>

<license/>

</licenses>

<developers>

<developer/>

</developers>

<scm>

<connection/>

<developerConnection/>

<tag/>

<url/>

</scm>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-devtools</artifactId>

<scope>runtime</scope>

<optional>true</optional>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**OUTPUT**

![](data:image/png;base64,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)